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Abstract—We review the relationship between software architecture and requirements in the context of software products. Based on empirical evidence from a comparative case study, we promote four positions: (1) the requirements/architecture alignment problem for software products is inherently different than the same problem for tailor-made software; (2) bridging the Twin Peaks corresponds to defining and enacting a stepwise evolution of the product architecture; (3) communication tasks are ascribed to the product manager rather than the architect; and (4) integrated and cross-disciplinary tools are key to maintain requirements/architecture alignment. We argue that these positions motivate and characterize future research in the field.

I. INTRODUCTION

Understanding the complex interplay between requirements engineering (RE) and software architecture (SA), and ensuring the alignment between these disciplines, is a longstanding concern in software engineering [1], [2]. The active debate throughout the Twin Peaks workshop series [3] shows the contemporary relevance of the topic.

We focus on a specific case of the Twin Peaks problem: software products [4]. Unlike tailor-made software systems, software products are designed, built, and maintained by a software producing organization (SPO) that aims to reuse or adapt the same product for multiple, varying customers [5], [6]. The large number of stakeholders continuously generate requirements [7], forcing the SPO to select specific requirements whilst taking into account the limited availability of financial and human resources and intense time pressure [8]. These aspects have a profound impact on architectural considerations, making the alignment challenge for software products inherently different.

We agree with the claims that requirements/architecture alignment is essential for software product success [9], [10]. However, we also acknowledge that SPOs are immature, for they have insufficient available knowledge on how to achieve the alignment and whether the costs justify the benefits [6]. The documentation that SPOs maintain on software architectures is scarce from day one [6], [11]. The absence of clear and unambiguous architectural diagrams and documentation makes alignment or co-evolution according to conventional approaches difficult. The few available approaches on the intersection of SA and RE are unusable for the Twin Peaks problem for software products. They focus on generating software architecture from requirements [12] or apply Twin Peaks in the context of Software Product Lines [13], which fails to consider product software without a line architecture.

To mitigate this problem, we extend our previous work [12] by means of comparative case study research, and propose the Reciprocal Twin Peaks model. This is a conceptual framework that defines how product managers and software architects can effectively collaborate in product software development through the exchange of concrete information artifacts.

This model sheds light on the nature of the Twin Peaks problem for software products, and paves the way for the creation of artifacts, methods, and tools that help SPOs bridge the Twin Peaks. The cost savings and improved product quality we expect these instrumentations to deliver, will ultimately justify the investment of pursuing alignment.

We present four positions that are interspersed throughout the paper. We first elaborate on the distinctness of the alignment problem for software products in Section II, leading to Position 1. We introduce the Reciprocal Twin Peaks model to explain how the problem should be solved in Section III, leading to Position 2. Next, we discuss the main findings of our empirical evaluation of a preliminary version of the model in Section IV, justifying Position 3 on communication responsibilities. Finally, we draw conclusions and present future research opportunities in Section V, emphasizing the need of integrated and cross-disciplinary tooling in Position 4.

II. THE ALIGNMENT PROBLEM FOR SOFTWARE PRODUCTS

The importance of involving software architects in software product management (SPM) is frequently discussed in literature. Lindgren et al. [10] note that having software architects participate in release planning reduces the chance that important quality requirements are overlooked. Similarly, the SPM Competence Model [14] prescribes involving internal stakeholders like the software architect in requirements gathering and product roadmapping to improve SPM maturity. Vlaanderen et al. [15] position the software architect as the technical counterpart to the product manager.

Concrete advantages are claimed by several authors. Van Eck et al. [16] assert that alignment reduces operating costs and supports identifying new product opportunities. Helferich et al. [9] argue for the very same benefits and provide a concrete product opportunity example: tailoring distribution

1 The challenge of bridging the Twin Peaks of requirements and architecture by ensuring alignment between these disciplines and their artifacts.
channels and product-related service offerings to different needs of customers segments and their respective product members. However, it is still unclear what the concrete processes are where both disciplines meet and benefit from each other, which prompts us to formulate our first position:

**Position 1** The Twin Peaks problem for product software is inherently different from that for their tailor-made cousins, due to the continuous inflow of requirements in high volume, an evolving product architecture, and a release-based lifecycle. SPOs sell the product in parallel to continuously incoming market requirements and software development [7]. This necessitates multiple, sequential releases of the same product to keep up with ever-changing requirements. The result is software products that, unlike tailor-made software, traverse many (concurrent) Twin Peaks over their lifecycle.

Furthermore, in its start-up phase the average SPO starts out without paying much attention to proper architectural design and documentation, but rather focuses on quickly shipping a minimum viable product [6], [11]. Years later, they cannot escape the consequences: a large, undocumented software architecture and numerous implicit requirements that are not recorded anywhere. The following paraphrase of a case at a financial SPO from the Netherlands illustrates these consequences:

> The product code is spread across three version control systems, each hosting code that is written in different programming languages. Two and a half years ago, our company began reconstructing an architectural model of the software product. So far, we captured just 25% of the entire product. These models cover the software components that are currently relevant for new product development. The core components are not covered at all.

Cases like this are not new. Already in the 1980s, Lehman [17] noticed that the change and decay process for software (architecture) continues until changes becomes too costly. In a large-scale review of software architectures [18], 30-50% of all architectural issues were found to originate from the fundamentals of product architecture and design.

To cope with these architectural issues, various (conceptual) approaches and tools have been developed, some of which having a strong architectural focus. Architectural Knowledge Management tools such as Archium [19] or ADDSS [20] facilitate sharing and reusing architectural knowledge among a broad variety of stakeholders [21]. Other approaches on the intersection of SA and RE directly draw inspiration from the Twin Peaks model to further relate software requirements and architecture [22]–[25]. However, none of these are widely adopted in business or academia. For example, the component-bus-system-property (CBSP) approach by Grünbacher [23], which delivers a “proto-architecture” to prescribe further architectural development, has been applied a limited number of times since its introduction [26], [27].

Moreover, both tool types are fundamentally inadequate for the Twin Peaks problem for software products. Despite the commendable intention to involve both software architects and requirements engineers, in practice the two disciplines do not use shared tools, with product managers using business-oriented tools [28], and software architects using technical tools closer to the software code [29].

Summarizing, software products are a difficult case for requirements/architecture alignment, due to the speed and volume of incoming requirements, the release-based lifecycle, and the existence of an evolving architecture. To avoid cost-ineffective changes late in a product’s lifecycle, it is of utmost importance to establish alignment at its conception.

### III. The Reciprocal Twin Peaks Model

While the Twin Peaks model effectively explains the conceptual nature of the tight SPM and SA relationship, it does not explicate how to achieve (iterative) alignment in practice.

To overcome this limitation, in earlier work, we introduced the Reciprocal Contributions Model (RCM) [12]. It describes the relationship between the responsibilities of product managers and software architects as defined by literature in both fields [28], [30], and highlights the mutual contributions that enable these stakeholders to fulfill their own responsibilities. Building on this, we formulate a position:

**Position 2** Bridging the Twin Peaks for product software corresponds to defining and realizing a stepwise architectural evolution that fits with the current roadmaps for the product and the architecture.

The RCM explains the key artifacts to approach aligning product managers and software architectures; however, it fails to communicate the level of detail of each element. While new requirements are rather abstract, a release definition contains fairly detailed requirements, and architectural design decisions (ADDs) are expressed in terms of concrete features. Integrating the RCM with the Twin Peaks model helps show each artifact’s level of detail on the Y-axis, and highlights the higher implementation dependence of the architecture peak.

We substantiate this position by proposing the **Reciprocal Twin Peaks model of product requirements and architecture** (RTP), presented and exemplified in Fig. 1. The RTP validates and extends the RCM by (i) integrating it with original Twin Peaks [2], and (ii) including results from a comparative case study with multiple SPOs. Note that while the RCM depicts the concrete roles product manager and software architect, RTP centers on product requirements and architecture, to emphasize that RTP is applicable irrespective of the specific organizational roles and positions. Section IV details the differences between the RTP and RCM.

The RTP model consists of four primary elements: (1) two peaks; (2) SPM and SA responsibilities, denoted as ovals, adapted from previous work on SPM [28] and SA [30]; (3) artifacts, denoted as rectangles, produced trying to reach the responsibilities as we identified in [12]; and (4) artifact flows. We explain each element from top to bottom by means of a running example: BankProd, a fictitious software product of a company from the Netherlands that, among
the current NIN database field is an integer and should become either a long text or a string depending on the max length of a NIN. Next, the product manager includes the product requirement in the release definition for the planning of the next release, and provides the domain knowledge that schemas for Belgium and France are available on Wikipedia, but that Germany has no NIN at all. These artifacts are input for Bob to develop a technical project plan, instantiated by German customers need to send copy passport, which requires implementing variability in the software product. Bob kicks off development of this feature.

c) Work Package level: Bob accomplishes the project through completing multiple work packages. In this example, Bob leads the development team in the responsibility to design the system by explaining his approach and rationale. The developers implement the requirement by displaying different forms depending on the customer’s nationality. This ADD flows back to the product manager, which delivers the requirement’s value to customers by releasing the new product version.

While the figure shows the responsibilities and the flows, it does not highlight an important aspect of the refinement process: not all requirements flow through all the responsibilities and artifacts as a linear route. In fact, in SPOs, the majority of requirements never reach the end of the twin peaks or are never communicated to the software architect as a product requirement to conquer markets and grow market share. While working on this responsibility, Alice produces an artifact that is relevant to both SPM and SA: the product requirement to support NIN validation. This artifact flows to the software architect, Bob, who examines the requirement’s fitness with the development roadmap, and provides the following requirement feedback: “It is impossible to support all EU countries cost-effectively. Only three can be supported within an acceptable time-frame, which ones have priority?”. Depending on the turnover three countries will generate, Alice needs to decide to proceed with a project or put the requirement on hold.

b) Project level: Believing that expanding to Belgium, France and Germany will grow market share cost-effectively, Alice starts a new “European expansion” project. She instantiates the project-level responsibility to create a winning product and business case by planning a new release and soliciting architectural product knowledge from Bob. The architect indicates that the current NIN database field is an integer and should become either a long text or a string depending on the max length of a NIN. Next, the product manager includes the product requirement in the release definition for the planning of the next release, and provides the domain knowledge that schemas for Belgium and France are available on Wikipedia, but that Germany has no NIN at all. These artifacts are input for Bob to develop a technical project plan, instantiated by German customers need to send copy passport, which requires implementing variability in the software product. Bob kicks off development of this feature.

IV. INSIGHTS FROM THE CASE STUDY

To improve the first version of the RCM model, we conducted a comparative case study at SPOs to evaluate whether each of its elements and responsibilities are identifiable in practice. As part of a course on SPM at Utrecht University, 16
groups of two master students investigated the collaboration between software architects and product managers at an SPO. Following a case protocol, they conducted interviews with relevant actors of the company and wrote a detailed case study report. One part of the assignment was to describe the fit of RCM’s responsibilities and artifacts with the case company’s processes. These reports were manually processed by the first author, coding relevant passages for each question using Nvivo. Of the 16 reports, 10 were of sufficient quality to use as data for this evaluation. 9 SPOs are based in the Netherlands and 1 in Denmark. 5 have more than 200 employees, 3 between 50 and 200, 2 less than 50. Table I displays the results of the evaluation, indicating how many elements of the RCM were identified. Elements with gray shading were identified less frequently in practice.

**TABLE I: Number of case studies in which the elements were identified. Major deviations from the RCM are shaded in gray**

<table>
<thead>
<tr>
<th>Responsibilities (n=10)</th>
<th># cases</th>
</tr>
</thead>
<tbody>
<tr>
<td>Conquer markets and grow market share</td>
<td>9</td>
</tr>
<tr>
<td>Create a winning product and business case</td>
<td>9</td>
</tr>
<tr>
<td>Deliver value to customers</td>
<td>9</td>
</tr>
<tr>
<td>Communicate with stakeholders</td>
<td>6</td>
</tr>
<tr>
<td>Develop project strategy</td>
<td>6</td>
</tr>
<tr>
<td>Design systems</td>
<td>9</td>
</tr>
<tr>
<td>Be a leader</td>
<td>9</td>
</tr>
<tr>
<td>Artifacts (n=10)</td>
<td># cases</td>
</tr>
<tr>
<td>Product requirements</td>
<td>10</td>
</tr>
<tr>
<td>Requirements feedback</td>
<td>9</td>
</tr>
<tr>
<td>Architectural product knowledge</td>
<td>6</td>
</tr>
<tr>
<td>Release definition</td>
<td>8</td>
</tr>
<tr>
<td>Product context</td>
<td>6</td>
</tr>
<tr>
<td>Architectural design decisions</td>
<td>9</td>
</tr>
</tbody>
</table>

The results are largely positive: five responsibilities have only one negative indicator and four artifacts have up to two. All of these are incidental differences at different SPOs that occur for a wide variety of reasons. For example, the interviewee expected another name for the goal, or a third role was responsible for creating an artifact. Their arguments do not indicate a fundamental theoretical problem with these responsibilities and artifacts. However, the situation differs for four elements: out of the ten responding product managers, four indicated they could not recognize these elements in their work.

**Position 3 The software product manager is responsible for stakeholder communication, while the software architect should concentrate his communication efforts on internal technical stakeholders.**

The product manager expresses the wishes of non-technical stakeholders to architects. Then the software architect estimates the impact of new requirements considering previous architectural design decisions, short and long term plans, and stakeholder interests to formulate relevant requirement feedback. The product manager reports this feedback to non-technical stakeholders. Therefore, we redefined this goal in the RTP as “determine development roadmap fitness”.

**Goal: Develop project strategy.** Although previous work [12], [30] explain that developing a project strategy is about finding the right technical solution taking into account product context, this distinction is not apparent in the RCM. Three interviewees stated that the product manager is responsible for the project strategy as a whole, while the architect is only responsible for the technical aspects. With this in mind, we rephrased the goal to “develop technical project plan”.

**Artifact: Architectural product knowledge.** Two product managers have no need for this artifact because they are not responsible for the release definition, or have sufficient knowledge because they were previously software architects. Other two report that architectural product knowledge is not an explicit artifact. We chose to keep this artifact in the RTP because we support the view that codifying knowledge is important to minimize reliance on individuals.

**Artifact: Product context.** The feedback is similar to that of architectural product knowledge. Contrary to that artifact, we changed product context to domain knowledge in the RTP. For that term is a more concrete representation of the type of exchanged information, which is an essential part of the Zave and Jackson’s classical requirement problem [31].

**Additional responsibilities and artifacts.** The several suggestions that we gathered did not contain any discernible common themes that made us change the model. Just one additional artifact was mentioned twice: release definition feedback. The architect might have technical suggestions for the release definition, which the product manager cannot identify on his own. This topic will be part of future work.

**V. Conclusion**

We have argued that the Twin Peaks problem for product software is an inherently different problem than that in the original Twin Peaks model (Position 1). We have explained that the key to bridging the Twin Peaks for product software is the definition and realization of a stepwise architectural evolution within the constraints imposed by the product and architecture roadmaps (Position 2). Through a comparative case study, we demonstrate that in practice, software architects should not focus on stakeholder communication (Position 3).

By specializing the Twin Peaks model for software products into the RTP model, we devise the theoretical foundations to bridge the twin peaks. Our final position states that this is possible only through adequate software tooling.
Position 4 Integrated and cross-disciplinary software tools are essential for the alignment between product requirements and architecture, through the establishment and maintenance of consistency and traceability. These tools have to span across both disciplines, and are to be used jointly by software product managers and software architects. We posit that existing tools supporting the alignment are inadequate because the two roles do not share them, with product managers using business-oriented tools [28], and software architects using technical tools [29]. Additionally, the deep integration we seek goes beyond the coordination of activities and management of artifacts offered by traditional Application Lifecycle Management and its tools [32].

The alignment between requirements and architecture is achieved when these tools ensure the consistency between the exchanged artifacts, to avoid misunderstandings, and the traceability of requirements [33]. Future work will focus on developing such tools, with an emphasis on employing automated reasoning techniques to help maintain alignment and extract information on requirements and architectures from unstructured documents, the de-facto standard in SPO practice.
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