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ABSTRACT

Computational Thinking is seen as a crucial skill in an increas-
ingly digital society. Researchers and educators in higher education
therefore aim to improve the Computational Thinking (CT) skills
of students using appropriate interventions. However, there is cur-
rently no overview of interventions used to teach CT and how
effective they are. With this scoping literature review, we provide
such an overview by identifying articles that discuss interventions
used to teach CT in higher education. We identify the teaching ap-
proaches used in these interventions, and discuss their effectiveness
and how this is assessed. Furthermore, we look at the use of adap-
tive interventions. Our search of three academic databases (Scopus,
ACM and ERIC) resulted in 1839 articles. After screening, 49 articles
remained. A detailed examination of the interventions discussed in
these articles showed that CT is still often taught through program-
ming assignments. The interventions are evaluated in a myriad
of ways, making it difficult to compare the effectiveness of inter-
ventions. We therefore suggest making use of more standardized
instruments to evaluate the effectiveness. Finally, although scaf-
folding is applied, interventions are not often adapted to the actual
proficiency level of a student.
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1 INTRODUCTION

Computational Thinking (CT) skills are viewed as a set of essential
problem-solving skills that individuals need in the 21st century
[18, 70]. Computing technologies have become an integral part of
society. They are used to tackle complex problems, and to collect
and visualize data. Being able to think computationally is essential
to optimally make use of these technologies. The underlying skills
of CT (such as decomposition and algorithmic thinking) enable
problem solvers to optimally recognize and utilize the possibilities
offered by computational tools. Organizations are therefore looking
for graduates who can apply these skills [55]. In turn, educators
and researchers aim to find suitable ways to help students develop
these problem-solving skills. In the Netherlands, improving stu-
dents’ computational skills is therefore one of the focus areas for
universities, applied universities, and the Ministry of Education,
Culture and Science [68].

Different interventions and approaches to teach CT are being
developed. However, a comprehensive overview of interventions
and their effectiveness is currently lacking. Few overview studies
are available that present evidence for the effectiveness of inter-
ventions used to teach CT in higher education; literature reviews
often focus on primary and secondary education [25, 62]. Recently,
Agbo et al. [1] did provide an overview of interventions in higher
education. However, this study does not offer an inventory of CT
interventions aimed at a broad audience, but focuses on program-
ming education. Because CT is seen as a skill set that is important
for a broader population of students, not just computer scientists, a
literature study with a broader focus is needed.

With this scoping literature review we aim to fill this gap by
providing an overview of experiments with CT interventions in
diverse higher education contexts. We show how their effectiveness
is assessed and what results are obtained with these interventions.
This overview study gives lecturers and researchers more insight
into tested ways of incorporating CT. Furthermore, we are also
interested in examining whether interventions for teaching CT
are adapted to students’ proficiency levels to optimally support
the learner. For related domains like problem solving [9, 29] and
programming [54], it has been noted that scaffolding and adapting
interventions to students’ proficiency levels is beneficial, and this
may also improve the development of CT skills.

The research questions (RQs) underlying this study are therefore:

(1) What interventions are used to teach Computational Think-
ing in higher education?

(2) How is the effectiveness of Computational Thinking inter-
ventions in higher education assessed?

(3) How effective are Computational Thinking interventions in
higher education?
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(4) To what extent, and if so in what way, are Computational
Thinking interventions in higher education adapted to stu-
dents’ proficiency levels?

In this article, we will first give a brief introduction of CT and
the underlying skills, and then discuss the method of our scoping
review and its results.

2 COMPUTATIONAL THINKING

If we want to help students develop their Computational Thinking
skills, we first need to define what those skills are. But, although
being able to think computationally is deemed important, what this
entails exactly and how to teach it are both still subject to debate.

2.1 Defining Computational Thinking

Different definitions for CT have been proposed over the years [7,
56, 62]. One of the first definitions was proposed by Wing [71], who
defined CT as "[...] the thought processes involved in formulating
problems and their solutions so that the solutions are represented
in a form that can be effectively carried out by an information-
processing agent". Here, the processing agent could be a computer
or a human. In other definitions, the computer plays a more central
role, for example in the more recent definition of Denning and
Tedre [21] who define CT as "the mental skills and practices for
designing computations that get computers to do jobs for us, and
explaining and interpreting the world as a complex of information
processes”. In general, researchers and educators agree that CT
leads to new ways of thinking about problems and their solutions,
by providing problem solvers with additional tools (e.g. computing
devices) and strategies or skills (e.g. algorithms, decomposition) to
solve complex problems.

Besides the definition, the skills needed to make someone a
Computational Thinker are also subject to debate. Hsu et al. [25]
have looked at different studies and identified 19 different com-
petences involved in CT, among which abstraction, data analysis,
pattern recognition, algorithm design, debugging and error detec-
tion, and problem solving. Selby and Woollard [56] combined the
results of different studies and conclude that CT consists of the
ability to think in abstraction, decomposition, algorithms, evalua-
tion, and generalization. Meanwhile, Shute et al. [62] identify six
general facets: decomposition, abstraction, algorithms, debugging,
iteration, and generalization. The Computer Science Teachers As-
sociation (CSTA) and the International Society for Technology in
Education (ISTE) propose that CT also encompasses dispositions
and predispositions like confidently dealing with complexity, be-
ing able to handle open-ended questions, and perseverance when
solving difficult problems [18]. In line with this, a distinction is
sometimes made between knowing computational concepts (e.g.
loops, operators, conditionals), applying computational practices
(e.g. abstracting and modularizing, testing and debugging) and hav-
ing computational perspectives (e.g. questioning, expressing) [11].

2.2 Teaching Computational Thinking

Looking at the competences or skills that are part of CT and the
proposed definitions, it seems CT involves more than instructing
a computer by means of a programming language. Among other
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things, it involves abstracting the relevant information from a prob-
lem, knowing which tools to use to solve a problem, and creating
solutions that are reusable [62]. However, an analysis of the CT lit-
erature by Hsu et al. [25] shows that before 2018 the most important
teaching instrument used to teach children and young adults was
still a programming language, even though unplugged alternatives
(like Bebras tasks [6]) have also been developed. One can question
whether the more generic problem solving skills involved in CT
can be taught through programming only. The literature on this
topic shows conflicting results. Some researchers who investigated
whether programming assignments can lead to increased cognitive
skills like reasoning and planning found no or only limited increase
[34]. On the other hand, a meta-analysis by Liao and Bright [39]
showed programming education can increase skills like reasoning,
logical thinking, planning, and more general problem solving. It is,
however, questioned whether this is the most efficient or effective
way to teach these skills. Thus, it seems preferable to not solely rely
on programming assignments to develop CT skills. With this litera-
ture review, we aim to uncover what approaches are currently used
in higher education, and provide an overview of the effectiveness
of both programming and non-programming interventions.

2.3 Adaptive interventions for Computational
Thinking

We also want to investigate if, and if so how, interventions are
adapted to the skill level of the students. As mentioned above, for
children in the K-12 age range, a set of different non-programming
assignments has been created for the so-called Bebras challenges
[6]. The Bebras tasks consist of different unplugged assignments
through which children and young adults can learn specific CT
skills. Different Bebras have been developed for different age groups
or school grades. The developers of these assignments are thereby
catering for the expected proficiency level of students of particular
age groups. These assignments do not take the individual, actual
skill level of the student into account. They are rather static; every
student in a class receives the same assignment. However, research
has shown that the current proficiency level of a student influ-
ences what teaching method is most appropriate [29]. Scaffolding
or adapting the teaching method to a student’s proficiency has
positive learning effects in programming education [42]. Matching
the teaching method to the proficiency level of the student may
therefore also be important when teaching CT. Tedre and Denning
[65], for example, highlight the importance of distinguishing dif-
ferent proficiency levels while teaching and assessing CT skills. In
recent years, some researchers have taken concepts like scaffolding
and proficiency levels and applied them to CT. Pollock et al. [50]
created a rubric for higher education that distinguishes proficiency
levels. Also, Basu et al. [5] have used the concept of scaffolding to
create a framework with which to assist students in accomplishing
CT assignments. Finally, Basawapatna et al. [4] applied scaffolding
techniques and found that they help to keep students engaged in
learning. We therefore expect it would be beneficial for the stu-
dents if their current skill level is taken into account when CT
interventions are presented, and we are interested to find out if this
technique is currently being used. This is one of the elements we
investigate in this literature review.



Computational Thinking Interventions in Higher Education

3 METHOD

This review is set-up using the methodology proposed by the
PRISMA extension for scoping literature reviews [66], and the
Joanna Briggs Institute review guidelines [48]. The next sections
describe the setup of the review.

3.1 Information sources

In this scoping review, we used a number of different databases:
one focused on the domain of education, one focused on Computer
Science and one generic academic database. Doing so, we aim to
provide a comprehensive overview of the interventions currently
used to teach Computational Thinking. The databases used in this
review are:

e ERIC (journal database aimed at research into education -
https://eric.ed.gov/)

e SCOPUS (Elsevier journal database - https://www.scopus.com)

e ACM digital library (article database aimed at research into
computing - https://dl.acm.org/)

3.2 Inclusion criteria

The articles identified through the literature search were screened
and only selected if they match the following criteria:

(1) The year of publication is 2006 or later. Although the individ-
ual CT skills have been the focus of research before 2006,
the article of Jeannette Wing published in this year [70]
(re)introduced CT as an important skill set.

(2) The interventions must be aimed at teaching CT. Articles were
only included when the authors indicate that the interven-
tions used in the article are aimed at teaching CT. This means
articles discussing general programming education were ex-
cluded.

(3) The research domain is higher education. We aim to identify
interventions that can be used to teach CT to undergraduate
students. These students have received multiple years of
elementary and high school education, which means that
interventions for the K-12 levels will probably be too simple.

(4) The effect of the intervention should be measured. We aim to
present an overview of interventions and their effectiveness
in influencing CT skills. Therefore, the article must discuss
how the effect(iveness) of the intervention was measured.
The only exceptions to this criterion are papers describing
interventions adapted to the proficiency level of the student.
These papers were always included due to our interest in
adaptive CT interventions.

(5) The paper must be published in a peer-reviewed journal or
peer-reviewed proceedings of a conference.

(6) Only full papers, i.e. no panel announcements, work-in-progress
papers, workshop overviews etc.

(7) The paper must be written in English.

3.3 Search method & search strategy

We selected the papers in three steps. Before the start of the search,
a number of available articles were analyzed to determine which
keywords should be used to find articles discussing CT interven-
tions in higher education. This resulted in the following keywords:
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Table 1: Query result count

Database Number of results
ERIC 12

SCOPUS 391

ACM 1811

Total 2214

e Computational Thinking, AND

e K-16 OR higher education, AND

e interventions OR tool OR intervention tool OR teaching
method OR assignment OR activity OR activities OR learning
strategy OR learning strategies OR instructional strategy OR
teaching tool OR learning method OR exercise

As a second step we used these search terms and the inclusion
criteria (discussed in Section 3.2) to devise a search strategy (i.e.
search queries) for each database. The number of search results per
database can be found in Table 1. A complete overview of the papers
found is available from the first author upon request. After removal
of duplicates and an initial title screening (e.g. titles referencing
only K-12 were excluded), one of the authors screened the resulting
1839 articles using the inclusion criteria. First, the relevance was
determined by examining the title. If the article was likely to be
relevant, or the result was inconclusive, the abstract of the article
was screened. As a third step, the remaining articles were screened
more extensively by reading (parts of) the papers.

3.4 Coding and extracting information

An initial coding scheme was set up to extract information on rele-
vant categories from the articles and classify them. The first author
coded the papers and used emergent coding, which means that addi-
tional sub-codes were created based on the contents of the articles.
The academic discipline, higher education level (undergraduate,
graduate or post-graduate) and the CT definition (specifically men-
tioning CT skills or generic) were coded to get some background
information on the context of CT research in higher education.
Then, we coded specific information in each article to answer our
research questions. The final coding scheme for the RQs can be
found in Table 2.

For RQ1 we investigated the intervention type (e.g. assignments,
lectures with short activities), the learning objectives, the inter-
vention length, and the scope of the intervention (e.g. a course or
workshop, a curriculum, stand-alone assignments). If the interven-
tion consisted of assignments, we examined the type of assignments
used. We made a distinction between programming assignments
(both text- and bock-based) and other, non-programming assign-
ments. The latter can be unplugged assignments or assignments
using computers but without the need to program.

To answer RQ2 and RQ3, we coded two aspects of the evaluation
of the interventions: (1) how evidence of the effectiveness was
collected and (2) what kind of evidence the evaluation focused on.
We did not use sub-codes to code the outcomes of the evaluations.

Finally, for RQ4 we examined if adaptation was applied and
how the student’s level was assessed (the adaptation strategy). If



Koli Calling *20, November 19-22, 2020, Koli, Finland

applicable, we also coded the form of adaptation to understand
what the adaptation entailed.

To confirm the reliability of the coding, the second author coded
5 articles (10% of the selected papers) as well. Because one-to-many
or non-exclusive coding was applied (more than one sub-code of
a category could apply to a paper), inter-reliability measures like
Cohen’s Kappa and Krippendorff could not be used. We therefore
used fuzzy Kappa as a measure of coding reliability [33]. The results
showed substantial agreement (fuzzy x = 0.66). Out of the 60 items,
on 37 items both coders completely agreed, for 7 items there was
partial agreement, and on 16 items the coders disagreed. After
discussion between the authors, the agreement with the coding
of the first author was raised to almost perfect agreement (fuzzy
k = 0.93), with 5 out of 60 codes needing (partial) re-adjustment.
It was therefore concluded that the coding of the first author was
sufficiently reliable.

4 RESULTS

The screening and eligibility checks discussed in section 3.3 resulted
in the selection of 49 papers. Details of the screening process can
be found in Figure 1. Table 3 provides an overview of the final
selection of papers.

) Records identified through
= database searching
'E (ACM = 1811; ERIC = 12,
e SCOPUS = 391)
E
g |
p-
Records after duplicates
— removed and titles
screened
] (1839)
'g Records excluded
e 1
A Aimed at K-12 = 444
Records screened /' Not aimed at CT interventions =
(1839) 850
Other =52
£
i= . Full-text articles excluded, with
B Full-text articles
o reasons
o assessed for
E"(i';;']lltv ™ Full-text not found = 23
No eval. of CT interventions = 114
K-12 =53
s Other = 254
3 Studies included
g
N =49

—

Figure 1: PRISMA diagram [66] showing the evolution of the
search

In this section we will first present the types of CT interventions
used in higher education (RQ 1) and then discuss the effectiveness
of these interventions and how this is assessed (RQ 2 and 3). Finally,
we will elaborate on the use of adaptive interventions (RQ 4).
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Table 2: Coding scheme

RQ

Category

Sub-codes

RQ1

RQ1

RQ1

RQ1

RQ1

RQ2

RQ2

RQ3 Evaluation - outcome
RQ4 Adaptation strategy

RQ4

Intervention scope

Intervention length

Intervention type

Assignment type

Learning objective

Evaluation - how

Evaluation - what

Form of adaptation

Stand-alone assignment
Course

Curriculum

Other

Not specified

Less than a day

One day to a week

More than a week to a month
More than a month to a year
More than a year

Not specified

Assignments

Lectures (with activities)
Lectures and assignments
Other

Not specified

Programming

Other

Not specified

General CT skills

Misc. computing skills
Programming skills

Other

Not specified

Anecdotal

Empirical - course grades
Empirical - interviews
Empirical - pre- and post-test
Empirical - survey

Usage, particip. & effort analytics
Other

Not specified

Attitude towards CS

Attitude towards CT

Course grades

CT knowledge

CT skills

Programming knowledge
Programming skills

Usage, particip. & effort analytics
Other

Not specified

Measurement of student’s level
Self-assessment of level by student
No adaptation

Order of assignments
Programming level of assignment
Type of instruction
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Table 3: Overview of papers - intervention and assignment types

Authors Year Intervention type Assignment type
Alrashidi et al.[2] 2017  Assignments Programming
Aristawati et al.[3] 2018  Assignments Programming
Basawapatna et al.[4] 2019 Assignments Programming
Behnke et al.[8] 2016 Not specified Not specified, Programming
Benakli et al.[10] 2017 Assignments Programming

Cabo and Lansiquot[12] 2016 Assignments Other, Programming
Cai et al.[13] 2018 Lectures and assignments Not specified
Calderon[14] 2018 Lectures and assignments Other

Calderon et al.[15] 2020 Assignments Other

Cetin and Andrews-Larson[16] 2016 Lectures and assignments Programming
Choi[17] 2019 Not specified Other, Programming
Corral[19] 2018 Lectures and assignments Programming
Curzon et al.[20] 2014 Lectures (with activities)

Dodero et al.[22] 2017 Assignments Programming
Gabriele et al.[23] 2019 Lectures and assignments Other, Programming
Gao et al.[24] 2019 Assignments Other, Programming
Jaipal-Jamani and Angeli[26] 2017 Assignments Programming

Jung et al.[27] 2017 Lectures and assignments Other, Programming
Kafura et al.[28] 2015 Lectures and assignments Other, Programming
Kazimoglu et al.[30] 2012 Not specified Programming

Kim et al.[31] 2013 Lectures and assignments Other

Kim and Kim[32] 2017 Lectures and assignments Programming

Kwon and Sohn[35] 2018 Lectures and assignments Other, Programming
L’Heureux et al.[41] 2012 Assignments Other, Programming
Lamprou and Repenning[36] 2018 Lectures and assignments Programming

Lee and Lovvorn([38] 2016  Assignments Programming

Lee et al.[37] 2019 Assignments Programming
Libeskind-Hadas and Bush[40] 2013 Lectures and assignments Other, Programming
Meysenburg et al.[43] 2018 Lectures and assignments Programming

Miller et al.[44] 2014 Assignments Other

Pala and Tiirker[45] 2019 Lectures and assignments Programming
Pasquinelli and Joines[46] 2011 Assignments Other, Programming
Peteranetz et al.[47] 2019 Lectures and assignments Not specified, Other
Philip et al.[49] 2013 Lectures and assignments Other

Pollock et al.[50] 2019 Assignments, Lectures and assignments, Other  Other, Programming
Pulimood et al.[51] 2016 Assignments Other, Programming
Qin[52] 2009 Lectures and assignments Other, Programming
Senske[57] 2017 Not specified Other, Programming
Settle[58] 2011 Lectures and assignments Other

Shanmugam et al.[59] 2019 Assignments Other, Programming
Shell et al.[60] 2017 Assignments Other

Shih et al.[61] 2014 Assignments Programming
Socher et al.[63] 2019 Assignments Other, Programming
Sung and Jeong[64] 2019 Lectures and assignments Programming

Van Dyne and Braun[67] 2014 Lectures and assignments Not specified, Programming
Walden et al.[69] 2013 Not specified

Wu et al.[72] 2019  Assignments Programming

Yadav et al.[74] 2011 Lectures (with activities)

Yadav et al.[73] 2014 Lectures (with activities)
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Table 4: Overview of academic disciplines

Academic discipline Papers

Architecture [57]

Biochemistry [43]

Biology [43],[40]

Business Administration  [59]

Communication [69]

Computer Science [60],[691,[2],[32],[44].[10],[43]
(14],[3],[511,[301,[63],[15],[37]

Teacher Education [73],[74],[201,[32],[36],[26],[35]
(22].[16].[31].[72].[64].[45].[23]

Emergency management [61]

Engineering [10],[14],[38],[49],[15], [46]

Fine arts [19]

General [81,[67],[44].[13],[24].[12],[28]
(58],(27],[17]

Information Systems [69],[41]

Journalism [51]

Life Sciences [52]

Mathematics [50],[10]

Music [50]

Not specified [4],[47]

Sociology [50]

Tourism [63]

4.1 CT interventions in higher education

As can be seen in Table 4, our selection of papers discuss CT inter-
ventions applied in a range of different academic disciplines. A total
of 18 different disciplines are mentioned. Most interventions are
aimed at Computer Science (N = 14) or pre- or post-service Teacher
Education (N = 14). In 10 articles a generic intervention not aimed
at a specific target audience (often described as CS for non-majors)
is presented.

The selected papers mostly discuss CT interventions targeted
at undergraduate students (N = 39), and often describe the design
or redesign of a course (N = 32) or a stand-alone assignment (N =
13). We also examined the length of the interventions. Although
17 articles did not explicitly specify this, most articles (N = 22)
indicated the length of the intervention was between a month and
a year. Usually those interventions were applied for the duration
of one semester, which matches our finding that the interventions
are often course (re)designs. We encountered only two studies that
describe interventions in which a curriculum for CT (i.e. more than
a single course) is addressed, and no interventions that lasted longer
than one year.

The learning objectives of the interventions vary, although most
papers (N = 30) indicate that developing one or more CT skills
was indeed the objective. Learning objectives also include program-
ming (N = 14) and other or miscellaneous (computer) skills (N =
19) like using Microsoft Office applications [13, 46] and Git [43], or
computer literacy [69]. Fourteen papers indicate a combination of
these learning objectives. Three papers did not specify the learning
objectives of the interventions. We also examined the definitions
of CT used in the papers. Here, we discovered that although the
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specific definition used varies, most papers (N = 34) apply or build
upon generally agreed skills (e.g. abstraction, decomposition, algo-
rithms). Ten of the papers provide a more generic definition, for
example "a kind of logical thinking" [31], "an outlook and set of
skills that will help our students use computing well today and help
them adapt to changes in computing as future professionals" [57],
and "Computational thinking involves solving problems, designing
systems, and understanding human behavior, by drawing on the
concepts fundamental to computer science." [67].

One of the main goals of this scoping review is to determine
the types of interventions used. As can be seen in the overview
in Table 2, while classifying the papers we noticed a distinction
between programming and non-programming assignments as (part
of) interventions. In our selection of papers, 18 papers use only
programming assignments and 7 papers use only non-programming
assignments (see Table 3). Also, 16 studies use a combination of
programming and non-programming assignments.

Taking a closer look at the programming assignments, a variety
of languages and tools are used to develop CT skills. In some studies,
students directly write code in Python [2, 40, 43, 45, 50], R [10],
HTML/JavaScript [19], C++ [45, 72], SQL [52], VBA [46], and Java
[17]. Others interventions use graphical or block-based program-
ming environments like Scratch [23, 32, 36, 64], MIT App Inventor
[41, 59, 61], AgentCubes [4, 36], Alice [12, 41], VEDIL [22], Blockly
[24], or Program your Robot [30]. Also, robotics kits like LEGO
WeDo [26], LEGO Mindstorms [3], Finch [38], and Arduino [45] are
used. Finally, some studies use a combination [27, 28, 57, 67], for
example starting with a graphical environment and then moving
to a text-based environment [67]. The artefacts being created dur-
ing these assignments are very diverse, although it is not always
clear from articles what exactly is being programmed. Some pro-
gramming assignments focus more general on the creation of an
application (e.g. [23, 59]). Others ask students to program a game
[4, 38] or a robot [2, 45, 67]. More domain-specific programming
assignments are also discussed, e.g. image processing [43], solving
mathematical problems [10], web design for Fine Arts students [19]
or an app for emergency management [61].

This diverse spectrum of tools and techniques is also visible when
looking at the non-programming assignments. Different options
to teach CT without programming have been used in the studies.
Examples of these are using computational creativity exercises
[47, 60], paper-and-pencil or unplugged activities [15, 31, 40, 59],
and simulation environments [28]. Content-wise the assignments
are again very different. Students are asked to analyze datasets
and visualize their findings in graphs [50], or practice algorithmic
thinking through Marching Orders Activities [15].

Combinations of programming and non-programming assign-
ments are also used. In some papers, interventions are described
that involved giving different types of interventions to students
of academic disciplines working together on shared projects. For
example, the Computer Science majors would be asked to program,
while the Journalism majors [51] or Tourism majors [63] were given
non-programming assignments like gathering user requirements.
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4.2 Determining the effectiveness of
interventions

A myriad of interventions has been developed to teach CT, and the
same holds for the ways in which the effectiveness of interventions
is determined. Table 2 shows that we have identified at least 7
different evaluation methods. Empirical methods like course grades,
pre- and post-tests of knowledge or skills, surveys and interviews
are used. Also, the participation or effort put in by the students is
examined, and anecdotal evidence is gathered from researchers or
teachers.

The implementation of these methods varies a lot between the
studies. As an example, researchers using pre- and post-tests often
devise their own set of questions to determine the effectiveness of
the interventions. Out of the 23 pre- and post-tests, 22 different
measurements instruments are used, details of which are not always
included in the papers. Only one of the measurement instruments
was used twice. This is probably because those papers had an author
in common and examined the same kind of intervention [44, 60]

The studies not only differ in how, but also in what they measure.
Though the selected papers all present interventions that aim to
develop students’ CT skills, when evaluating the results, the focus
is not always on those CT skills. We refer to Table 2 again for the
different measurements used. Half of the studies (N = 25) use two
or more of these measurement types to examine the effect of their
interventions. However, in only 19 out of the 49 papers the students’
actual CT skills are measured in some way. Other measurements
specifically aimed at CT include knowledge about CT (N = 14) or
attitude towards CT (N = 8). And even though most researchers
seem to agree that programming is not equivalent to CT, there are
studies using programming skills or knowledge as measurement
without looking at CT skills or knowledge (N = 7).

4.3 Results on effectiveness of CT
interventions

For our third RQ, we examined how effective CT interventions
in higher education are. Due to the different evaluation methods
used, it is difficult to compare and contrast the effectiveness of
interventions used in current studies. However, below we present
some of the findings regarding CT skills, knowledge and the attitude
towards CT.

Most studies describe positive effects of their interventions. A
number of studies evaluated the CT skills and found improvement
on post-tests (both self-assessment and actual skill tests) [2, 15,
17, 32, 45, 47, 49, 51, 63, 67, 69], a relation between the number
of assignments completed and an increase in CT skills [44, 60],
increased awareness of using CT skills [37, 41], and evidence of CT
skills through an investigation of programming concepts used in
Scratch [23]. Studies also describe improved understanding of CT
[13,17, 20, 31, 47, 50, 73, 74], and conclude that the attitude towards
CT was improved by the intervention [47, 57, 59, 64, 73, 74].

Less positive results are also reported. The interest in CT did not
always increase after the intervention [50], nor the knowledge of
CT [36]. Also, Pasquinelli and Joines [46] noted that the use of com-
puting tools distracted students from learning the domain-specific
problem solving, in their case in the domain of thermodynamics.

Koli Calling *20, November 19-22, 2020, Koli, Finland

Some studies compared different approaches to teach CT. Kim
et al. [31] compared a Paper-and-pencil Programming Strategy
(PPS) with a LOGO based course, and found that the PPS increased
the students’ self-reported understanding of CT more than LOGO.
Also, the interest in learning CS increased significantly more in the
PPS-course. In a study comparing Arduino and C++ as program-
ming tools, Pala and Tiirker [45] found that Arduino influenced
computational thinking skills, but C++ did not.

4.4 Adapting interventions to the learner

To answer our fourth and final RQ, we examined the use of adaptive
interventions. In our selection, very few studies applied interven-
tions with some form of adaptation to the students’ skill levels.
Some studies did indicate that scaffolding was part of the way the
course or assignment was set up. This scaffolding was fixed and
the same for each student, however. Out of the 49 studies, only 3
studies [4, 8, 38] reported that the interventions were adapted to the
actual current proficiency level of the student. This adaptation was
always based on the self-reported proficiency level of a student. We
encountered three forms of adaptation of the interventions: Behnke
et al. [8] varied the order of assignments, Lee and Lovvorn [38] ad-
justed the programming level of the assignment, and Basawapatna
et al. [4] differentiated the type of instruction students of different
levels received.

5 DISCUSSION AND CONCLUSION

With this scoping review, we aim to provide insight into the inter-
ventions used to teach CT in diverse disciplines in higher education,
and the ability of these interventions to actually improve students’
CT skills. We searched three academic databases and screened the
results using seven inclusion criteria. This resulted in the selection
of 49 papers, published since 2006, in which an intervention to de-
velop CT skills in higher education was described. We found that CT
interventions are developed for students of numerous disciplines,
but also for the general student population (CS for non-majors).
Most of the interventions are targeted at students in Computer
Science and Teacher Education.

For our first research question, we examined what kind of in-
terventions are used to teach CT. Just like Hsu et al. [25], we con-
clude that programming assignments are still the most often used
approach. However, we also noted the use of non-programming
assignments, often in combination with the former. The assign-
ments themselves are very diverse: both domain-specific (e.g. solve
a mathematical problem using R) and more generic assignments
(e.g. program a game) are used. We only encountered two studies
that describe the creation of a curriculum for CT, and no interven-
tions that lasted longer than one year. As CT is seen as a problem
solving skill, and problem solving skills take time to develop [53],
we hypothesize it would be useful to create longer interventions.
This enables students to better develop their computational think-
ing skills. Also, re-examining the CT skills of students some time
after the interventions may provide valuable information about the
persistence of the developed skills.

Regarding methods used to evaluate the effectiveness of inter-
ventions (RQ2), we conclude that a lot of work still needs to be
done to incorporate standardized measurements of CT into the
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research. In current studies, numerous different instruments are
used to examine the outcome of interventions. Most often this en-
tails researchers developing their own tests to assess elements like
CT skills and knowledge. From the articles we examined, it is not
always clear what these tests entail exactly (for example which
questions were asked). It would benefit the CT research community
and educators to start developing and using standardized instru-
ments, as this would enable comparison of results and effectiveness
between interventions for example by comparing effect sizes.

Looking at the effectiveness of the interventions (RQ3), we can
conclude from our current review that the articles describe positive
effects of their interventions on a myriad of different constructs.
These range from direct measurement of CT skills and knowledge,
to the assessment of programming skills and knowledge, or atti-
tudes towards CS and CT. All papers provide indications that their
solution works in relation to CT, but this is measured in so many
different ways (both the instruments used and the type of data
gathered) that it is sometimes difficult to objectively state that CT
skills are actually improved after the interventions.

Finally, for RQ4, we investigated the use of interventions adapted
to the proficiency levels of students. Only three papers in our selec-
tion apply some form of adaptation and tailor the intervention to a
student’s current proficiency level, even though this has shown to
be beneficial for problem solving skills [29]. The types of adaptation
applied are different in these studies, but the current level of the
student was always assessed in the same way, namely through self-
assessment by the student. The question is whether this method is
reliable. It may be interesting to investigate other ways of assessing
the student’s current proficiency level, or to find a more dynamic
way of tailoring interventions to the student.

With this review, we give a high-level overview of articles in
which CT interventions for higher education are proposed and eval-
uated. We believe our research is an important addition to the field
of CT education. For example, our review includes just six papers
also included in the review by Agbo et al. [1]. It would be inter-
esting to look more in-depth at the interventions and evaluations
described in the final selection of papers. Examining the elements
used in the interventions to develop specific CT skills, for instance,
could provide additional insight into the operationalization of CT
in higher education. A deeper investigation into the link between
the applied definition of CT, the learning goals of the intervention,
and the evaluation methods used could be valuable as well. It is
important that these are aligned. Also, in our literature review we
encountered numerous articles in which CT interventions are pro-
posed but not evaluated (see Figure 1). Investigating those articles
further, and evaluating their interventions, will provide additional
insight into ways to teach CT.

For both researchers and educators, our review can be a valuable
resource when searching for CT interventions in higher education.
The articles in our selection offer a description of interventions
aimed at developing CT skills, and evaluate those interventions.
However, from this review we must also conclude that a lot of
work still needs to be done if educators and researchers want to
be able to compare and contrast the effectiveness of interventions.
Many different interventions are applied in a lot of different settings
and they are evaluated using numerous different tools and tests.
It would be beneficial for the CT community if consensus could

Imke de Jong and Johan Jeuring

be reached on the definition of CT and its underlying skill set,
and if standardized tests to measure CT skills would be developed.
This would aid us in developing and testing interventions that help
students develop their CT skills optimally.
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